**Managing Input / Output files in Java**

**Introduction**

The approach to store the data inside a program using variables and arrays poses the fallowing problems.

* The data is lost either when a variable goes out of scope or when the program is terminated. That is, the storage is temporary,
* It is difficult to handle large volumes of data using variables and arrays.

We can overcome these problems by storing data on secondary storage devices such as floppy disks or hard disks. The data is stored in these devices using the concept of files. Data stored in files is often called persistent data.

A file is a collection of related records placed in a particular area on the disk. A record is composed of several fields and a field is a group of characters. Characters in Java are Unicode characters composed of two bytes, each byte containing eight binary digits, 1 or 0.

**Concept of Streams**

In file processing input refers to the flow of data into a program and output means the flow of data out of a program. Input to a program may come from the keyboard, the mouse, the memory, the disk, a network, or another program. Similarly, output from a program may go to the screen , the printer, the memory, the disk, a network, or another program. These input and output devices share certain common characteristics such as unidirectional movement of data, treating; data as a sequence of bytes or characters and support to the sequential access to the data.

Java uses the concept of **streams** to represent the ordered sequence of data A stream presents a uniform, easy-to-use , object oriented interface between the program and the input, output devices.

A stream in Java is a path along which data flows (like a river or a pipe along which water flows), It has a **source** (of data) and a **destination** (for that data) .Both the source and the destination may be physical devices or programs or other streams in the same program.
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Using input and out streams

Java streams are classified into two basic types, namely, input stream and output stream. An input stream extracts (i.e., reads) data from the source (file) and sends it to the program. Similarly, the output stream takes data from the program and sends (i.e., writes) it to the destination (file).

**Stream Classes**

The **java.io** package contains a large number of stream classes that provide capabilities for processing all types of data. These classes may be categorized into two groups based on the data type on which they operate.

1. Byte stream classes that provide support for handling I/O operations on bytes.
2. Character stream classes that provide support for managing I/O operations on characters.

These two groups may further be classified based on their purpose. Byte stream and character stream classes contain specialized classes to deal with input and output operations independently on various types of devices. We can also cross-group the streams based on the type of source or destination they read from or write to. The source (or destination) may be memory, a file or a pipe.

![https://www.eduonix.com/blog/wp-content/uploads/2014/08/210.jpg](data:image/jpeg;base64,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)

Classification of java stream classes

**Byte Stream Classes**

Byte stream classes have been designed to provide functional features for creating and manipulating streams and files for reading and writing bytes. Since the streams are unidirectional they can transmit bytes in only one direction and therefore, Java provides two kinds of byte stream classes:

**input stream classes** and **output stream classes**.

**Input Stream Classes**

Input stream classes that are used to read 8-bit bytes, include a super class known as **InputStream**  and a number of subclasses for supporting various input-related functions**.**

InputStream

**Hierarchy of Input Stream Classes**

The super class **InputStream** is an abstract class, and, therefore, we cannot create instances of this class. Rather, we must use the subclasses that inherit from this class. The InputStream class defines methods for performing input functions such as

* Reading bytes
* Closing streams
* Marking positions in streams
* Skipping ahead in a stream
* Finding the number of bytes in a stream

Methods provided by InputStream class are…

|  |  |
| --- | --- |
| **Method** | **Description** |
| read( ) | Reads a byte from the input stream |
| read( byte b[ ] ) | Reads an array of bytes into b |
| read( byte b[ ],int m, int n) | Reads n bytes into b starting from m th byte |
| available( ) | Gives number of bytes available in the input |
| skip(n) | Skips over n bytes from the input stream |
| reset( ) | Goes back to the beginning of the stream |
| close( ) | Closes the input stream |

Note that the class **DatalnputStream** extends **FilterInputStream** and implements the interface **DataInput**. Therefore, the DatalnputStream class implements the methods described in DataInput in addition to using the methods of InputStream class. The DataInput interface contains the following methods;

* readShort ( )
* readDouble( )
* readInt( )
* readLine( )
* readLong( )
* readChar( )
* readFloat( )
* readBollean( )
* readUTF( )

**Output Stream Classes**

Output stream classes are derived from the base class OutputStream. Like lnputStream, the OutputStream is an abstract class and therefore we cannot instantiate it. The several subclasses of the OutputStream can be used for performing the output operations

The OutputStream includes methods that are designed to perform the following tasks:

* Writing bytes
* Closing streams
* Flushing streams

OutputStream

**Hierarchy of Output Stream Classes**

Methods defined by OutputStream class are…

|  |  |
| --- | --- |
| **Method** | **Description** |
| write( ) | writes a byte from the output stream |
| write( byte b[ ] ) | writes all bytes in the array b to the output stream |
| write( byte b[ ],int m, int n) | Writes n bytes from array b starting from m th byte |
| close( ) | Closes the output stream |
| flush( ) | Flushes the output stream |

The DataOutputStream, a counterpart of DataInputStream, implements the interface DataOutput and therefore implements the following methods contained in DataOutput interface.

* writeShort ( )
* writeDouble( )
* writeInt( )
* writeLong( )
* writeBytes( )
* writeChar( )
* writeFloat( )
* writeBollean( )
* writeUTF( )

**Character Stream Classes**

Character streams can be used to read and write 16-bit Unicode characters. Like byte streams, there are two kinds of character stream classes namely **Reader Stream** classes and **Writer Stream** classes.

**Reader Stream Classes**

Reader Stream classes are designed to read character from the files. **Reader** class is the base class for all other classes of this group. These classes are functionally very similar to the input stream classes, except input streams use bytes as their fundamental unit of information, while reader streams use characters.

The **Reader** class contains methods that are identical to those available in the **InputStream** class, except Reader is designed to handle characters. Therefore, reader classes can perform all the functions implemented by the input stream classes.

Reader

FileReader

PushbackReader

**Hierarchy of Reader Stream Classes**

**Writer Stream Classes**

Like Output Stream classes, the writer stream classes are designed to perform all output operations on files. Only difference is that while output stream classes are designed to write bytes, the writer stream classes are designed to write characters.

The **Writer** class is an abstract class which acts as a base class for all the other writer stream classes. This base class provides support for all output operations by defining methods that are identical to those in **OutputStream** class.

Writer

OutputStreamWriter

FileWriter

**Hierarchy of writer stream classes**

**Using Streams**

Both the Character stream group and the Byte stream group contain parallel pairs of classes that perform the same kind of operation but for the different data type. The following table gives a list of some tasks and the character streams and byte streams that are available to implement them.

|  |  |  |
| --- | --- | --- |
| **Task** | **Character Stream Class** | **Byte Stream Class** |
| Performing input operations | Reader | InputStream |
| Buffering input | BufferedReader | BufferedInputStream |
| Keeping track of line numbers | LineNumberReader | LineNumberInputStream |
| Reading from an array | CharArrayReader | ByteArrayInputStream |
| Reading from files | FileReader | FileInputStream |
| Filtering the input | FilterReader | FilterInputStream |
| Reading from a string | StringReader | StringBufferInputStream |
| Reading primitive types |  | DataInputStream |
| Writing to a file | FileWriter | FileOutputStream |
| Printing values and objects | PrintWriter | PrintStream |

**Reading and writing files**

The java.io package includes a class known as File class that provides support for creating files and directories. The class includes several constructors for instantiating the File objects. This class contains several methods for supporting the operations such as creating a file, opening a file, deleting a file, renaming the file etc.,

**Example for writing and reading files :**

import java.io.\*;

public class FileTest

{

public static void main(String args[])

{

try

{

String str="It is my First file program..";

OutputStream os = new FileOutputStream("test.txt");

for(int x = 0; x < str.length( ) ; x++)

{

os.write( str.charAt(x)); // writes the bytes

}

os.close();

InputStream is = new FileInputStream("test.txt");

int size = is.available();

for(int i = 0; i < size; i++)

{

System.out.print((char)is.read() + " ");

}

is.close();

}

catch(IOException e)

{

System.out.print("Exception");

}

}

}

The above code will create a file **test.txt** and will write given string in that file.. Same would be the output on the screen.

**Working with *File* class**

The **File** class is Java’s representation of a file or directory path name. Because file and directory names have different formats on different platforms, a simple string is not adequate to name them. The File class contains several methods for working with the path name, deleting and renaming files, creating new directories, listing the contents of a directory, and determining several common attributes of files and directories.

It is an abstract representation of file and directory pathnames.

A pathname, whether abstract or in string form can be either absolute or relative. The parent of an abstract pathname may be obtained by invoking the getParent () method of this class.

First of all, we should create the File class object by passing the filename or directory name to it.

A file system may implement restrictions to certain operations on the actual file-system object, such as reading, writing, and executing. These restrictions are collectively known as access permissions.

Instances of the File class are immutable; that is, once created, the abstract pathname represented by a File object will never change.

**Creating a File Object**

A File object is created by passing in a String that represents the name of a file, or a String or another File object. For example,

File a = new File("d:\abc\Test.txt");

Defines an abstract file name for the geeks file in directory /usr/local/bin. This is an absolute abstract file name.

**Constructors**

**File(File parent, String child)** : Creates a new File instance from a parent abstract pathname and a child pathname string.

**File(String pathname) :** Creates a new File instance by converting the given pathname string into an abstract pathname.

**File(String parent, String child) :** Creates a new File instance from a parent pathname string and a child pathname string.

**File(URI uri) :** Creates a new File instance by converting the given file: URI into an abstract pathname.

**URL:** “**Uniform Resource Identifier”** is a sequence of characters used for identification of a particular resource. It enables for the interaction of the representation of the resource over the network using specific protocols.

**Methods**

**boolean canExecute():** Tests whether the application can execute the file denoted by this abstract pathname.

**boolean canRead() :** Tests whether the application can read the file denoted by this abstract pathname.

**boolean canWrite() :** Tests whether the application can modify the file denoted by this abstract pathname.

**int compareTo(File pathname)** : Compares two abstract pathnames lexicographically.

**boolean createNewFile() :** Atomically creates a new, empty file named by this abstract pathname .

**static File createTempFile(String prefix, String suffix)** : Creates an empty file in the default temporary-file directory.

**boolean delete() :** Deletes the file or directory denoted by this abstract pathname.

**boolean equals(Object obj) :** Tests this abstract pathname for equality with the given object.

**boolean exists() :** Tests whether the file or directory denoted by this abstract pathname exists.

**String getAbsolutePath() :** Returns the absolute pathname string of this abstract pathname.

**long getFreeSpace() :** Returns the number of unallocated bytes in the partition .

**String getName() :** Returns the name of the file or directory denoted by this abstract pathname.

**String getParent() :** Returns the pathname string of this abstract pathname’s parent.

**File getParentFile() :** Returns the abstract pathname of this abstract pathname’s parent.

**String getPath() :** Converts this abstract pathname into a pathname string.

**boolean isDirectory() :** Tests whether the file denoted by this pathname is a directory.

**boolean isFile() :** Tests whether the file denoted by this abstract pathname is a normal file.

**boolean isHidden()** : Tests whether the file named by this abstract pathname is a hidden file.

**long length()** : Returns the length of the file denoted by this abstract pathname.

**String[] list()** : Returns an array of strings naming the files and directories in the directory .

**File[] listFiles()** : Returns an array of abstract pathnames denoting the files in the directory.

**boolean mkdir()** : Creates the directory named by this abstract pathname.

**boolean renameTo(File dest)** : Renames the file denoted by this abstract pathname.

**boolean setExecutable(boolean executable)** : A convenience method to set the owner’s execute permission.

**boolean setReadable(boolean readable) :** A convenience method to set the owner’s read permission.

**boolean setReadable(boolean readable, boolean ownerOnly) :** Sets the owner’s or everybody’s read permission.

**boolean setReadOnly()** : Marks the file or directory named so that only read operations are allowed.

**boolean setWritable(boolean writable)** : A convenience method to set the owner’s write permission.

Example programs

1. check the file or directory exists or not ,if exists info about the file /directory

import java.io.\*;

import java.lang.\*;

public class FileExists {

public static void main(String[] args) throws IOException

{

BufferedReader br = new BufferedReader(new InputStreamReader(System.in));

System.out.println("enter a file name");

String fname=br.readLine();

//pass the filename or directory name to File object

File f = new File(fname);

//apply File class methods on File object

System.out.println("File name :"+f.getName());

System.out.println("Path: "+f.getPath());

System.out.println("Absolute path:" +f.getAbsolutePath());

System.out.println("Parent:"+f.getParent());

System.out.println("Exists :"+f.exists());

if(f.exists())

{

System.out.println("Is writeable:"+f.canWrite());

System.out.println("Is readable"+f.canRead());

System.out.println("Is a directory:"+f.isDirectory());

System.out.println("File Size in bytes "+f.length());

}

}

}

**# Program 2**

**//program to search for a directory and print the info about the directory**

import java.io.BufferedReader;

import java.io.File;

import java.io.IOException;

import java.io.InputStreamReader;

class Contents

{

public static void main(String[] args) throws IOException {

//enter the path and dirname from keyboard

BufferedReader br = new BufferedReader(new InputStreamReader(System.in));

System.out.println("Enter dirpath:");

String dirpath=br.readLine();

System.out.println("Enter the dirname");

String dname=br.readLine();

//create File object with dirpath and dname

File f = new File(dirpath, dname);

//if directory exists,then

if(f.exists())

{

//get the contents into arr[]

//now arr[i] represent either a File or Directory

String arr[]=f.list();

//find no. of entries in the directory

int n=arr.length;

//displaying the entries

for (int i = 0; i < n ; i++) {

System.out.println(arr[i]);

//create File object with the entry and test

//if it is a file or directory

File f1=new File(arr[i]);

if(f1.isFile())

System.out.println(": is a file");

if(f1.isDirectory())

System.out.println(": is a directory");

}

System.out.println("No of entries in this directory "+n);

}

else

System.out.println("Directory not found");

}

}

//program to copy a source file into Another file

import java.io.\*;

public class FileCopy {

public static void main(String[] args) throws IOException,FileNotFoundException {

BufferedReader br = new BufferedReader(new InputStreamReader(System.in));

System.out.println("enter source file name to copy");

String fname=br.readLine();

FileInputStream fis = new FileInputStream(fname);

System.out.println("enter target file name ");

String fname1=br.readLine();

FileOutputStream fos = new FileOutputStream(fname1);

int b;

while ((b=fis.read()) != -1)

fos.write(b);

fis.close();

fos.close();

}

}

//PROGRAM TO DELETE A FILE

// Java program to delete a file

import java.io.\*;

import java.util.\*;

import java.nio.file.\*;

public class FileDelete

{

public static void main(String[] args)

{

Scanner s=new Scanner(System.in);

System.out.println("enter file name to delete : ");

String i=s.next();

try

{

Files.deleteIfExists(Paths.get(i));

}

catch(NoSuchFileException e)

{

System.out.println("No such file/directory exists");

}

catch(DirectoryNotEmptyException e)

{

System.out.println("Directory is not empty.");

}

catch(IOException e)

{

System.out.println("Invalid permissions.");

}

System.out.println("File deleted successfully");

}

}